**Ds day12**

1. Write a C program to Implement a 2-3-4 tree as an extension of the 2-3 tree.

#include <stdio.h>

#include <stdlib.h>

typedef struct Node {

int \*keys;

struct Node \*\*children;

int numKeys;

int isLeaf;

} Node;

Node\* createNode(int isLeaf) {

Node\* newNode = (Node\*)malloc(sizeof(Node));

newNode->keys = (int\*)malloc(3 \* sizeof(int));

newNode->children = (Node\*\*)malloc(4 \* sizeof(Node\*));

newNode->numKeys = 0;

newNode->isLeaf = isLeaf;

return newNode;

}

void splitChild(Node\* parent, int index, Node\* child) {

Node\* newChild = createNode(child->isLeaf);

newChild->numKeys = 1;

newChild->keys[0] = child->keys[2];

if (!child->isLeaf) {

for (int i = 0; i < 2; i++) {

newChild->children[i] = child->children[i + 2];

}

}

child->numKeys = 1;

parent->children[index + 1] = newChild;

for (int i = parent->numKeys; i > index; i--) {

parent->children[i + 1] = parent->children[i];

}

parent->children[index] = child;

for (int i = parent->numKeys - 1; i >= index; i--) {

parent->keys[i + 1] = parent->keys[i];

}

parent->keys[index] = child->keys[1];

parent->numKeys++;

}

void insertNonFull(Node\* node, int key) {

int i = node->numKeys - 1;

if (node->isLeaf) {

while (i >= 0 && key < node->keys[i]) {

node->keys[i + 1] = node->keys[i];

i--;

}

node->keys[i + 1] = key;

node->numKeys++;

} else {

while (i >= 0 && key < node->keys[i]) {

i--;

}

i++;

if (node->children[i]->numKeys == 3) {

splitChild(node, i, node->children[i]);

if (key > node->keys[i]) {

i++;

}

}

insertNonFull(node->children[i], key);

}

}

void insert(Node\*\* root, int key) {

if ((\*root)->numKeys == 3) {

Node\* newRoot = createNode(0);

newRoot->children[0] = \*root;

splitChild(newRoot, 0, \*root);

int i = 0;

if (newRoot->keys[0] < key) {

i++;

}

insertNonFull(newRoot->children[i], key);

\*root = newRoot;

} else {

insertNonFull(\*root, key);

}

}

void traverse(Node\* root) {

for (int i = 0; i < root->numKeys; i++) {

if (!root->isLeaf) {

traverse(root->children[i]);

}

printf("%d ", root->keys[i]);

}

if (!root->isLeaf) {

traverse(root->children[root->numKeys]);

}

}

int main() {

Node\* root = createNode(1);

insert(&root, 10);

insert(&root, 20);

insert(&root, 5);

insert(&root, 6);

insert(&root, 12);

insert(&root, 30);

insert(&root, 7);

insert(&root, 17);

printf("Traversal of the 2-3-4 tree is: ");

traverse(root);

return 0;

}

Output:
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1. Write a C program to perform the following operations:

a) Insert an element into a Splay tree.

b) Delete an element from a Splay tree.

c) Search for a key element in a Splay tree.

#include <stdio.h>

#include <stdlib.h>

struct Node {

int key;

struct Node \*left, \*right;

};

struct Node\* rightRotate(struct Node \*x) {

struct Node \*y = x->left;

x->left = y->right;

y->right = x;

return y;

}

struct Node\* leftRotate(struct Node \*x) {

struct Node \*y = x->right;

x->right = y->left;

y->left = x;

return y;

}

struct Node\* splay(struct Node \*root, int key) {

if (root == NULL || root->key == key)

return root;

if (root->key > key) {

if (root->left == NULL) return root;

if (root->left->key > key) {

root->left->left = splay(root->left->left, key);

root = rightRotate(root);

} else if (root->left->key < key) {

root->left->right = splay(root->left->right, key);

if (root->left->right != NULL)

root->left = leftRotate(root->left);

}

return (root->left == NULL) ? root : rightRotate(root);

} else {

if (root->right == NULL) return root;

if (root->right->key > key) {

root->right->left = splay(root->right->left, key);

if (root->right->left != NULL)

root->right = rightRotate(root->right);

} else if (root->right->key < key) {

root->right->right = splay(root->right->right, key);

root = leftRotate(root);

}

return (root->right == NULL) ? root : leftRotate(root);

}

}

struct Node\* insert(struct Node \*root, int key) {

if (root == NULL) {

struct Node \*newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->key = key;

newNode->left = newNode->right = NULL;

return newNode;

}

root = splay(root, key);

if (root->key == key) return root;

struct Node \*newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->key = key;

if (root->key > key) {

newNode->right = root;

newNode->left = root->left;

root->left = NULL;

} else {

newNode->left = root;

newNode->right = root->right;

root->right = NULL;

}

return newNode;

}

struct Node\* delete(struct Node \*root, int key) {

struct Node \*temp;

if (root == NULL) return NULL;

root = splay(root, key);

if (root->key != key) return root;

if (root->left == NULL) {

temp = root;

root = root->right;

} else {

temp = root;

root = splay(root->left, key);

root->right = temp->right;

}

free(temp);

return root;

}

struct Node\* search(struct Node \*root, int key) {

return splay(root, key);

}

void inorder(struct Node \*root) {

if (root != NULL) {

inorder(root->left);

printf("%d ", root->key);

inorder(root->right);

}

}

int main() {

struct Node \*root = NULL;

root = insert(root, 10);

root = insert(root, 20);

root = insert(root, 30);

root = insert(root, 40);

root = insert(root, 50);

printf("Inorder traversal of the Splay tree: ");

inorder(root);

printf("\n");

root = delete(root, 30);

printf("Inorder traversal after deleting 30: ");

inorder(root);

printf("\n");

struct Node \*found = search(root, 20);

if (found != NULL) {

printf("Found key: %d\n", found->key);

} else {

printf("Key not found.\n");

}

return 0;

}

Output:

![](data:image/png;base64,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)

1. Implement a Trie data structure to store a set of strings. The Trie should support the following operations:

Insert: Insert a string into the Trie.

Search: Search for a given string in the Trie.

Delete: Delete a string from the Trie.

Prefix Search: Find all words in the Trie that start with a given prefix:

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#define ALPHABET\_SIZE 26

typedef struct TrieNode {

struct TrieNode \*children[ALPHABET\_SIZE];

int isEndOfWord;

} TrieNode;

TrieNode\* createNode() {

TrieNode\* node = (TrieNode\*)malloc(sizeof(TrieNode));

node->isEndOfWord = 0;

for (int i = 0; i < ALPHABET\_SIZE; i++) {

node->children[i] = NULL;

}

return node;

}

void insert(TrieNode\* root, const char\* key) {

TrieNode\* pCrawl = root;

for (int level = 0; level < strlen(key); level++) {

int index = key[level] - 'a';

if (!pCrawl->children[index]) {

pCrawl->children[index] = createNode();

}

pCrawl = pCrawl->children[index];

}

pCrawl->isEndOfWord = 1;

}

int search(TrieNode\* root, const char\* key) {

TrieNode\* pCrawl = root;

for (int level = 0; level < strlen(key); level++) {

int index = key[level] - 'a';

if (!pCrawl->children[index]) {

return 0;

}

pCrawl = pCrawl->children[index];

}

return (pCrawl != NULL && pCrawl->isEndOfWord);

}

int deleteHelper(TrieNode\* root, const char\* key, int depth) {

if (!root) {

return 0;

}

if (depth == strlen(key)) {

if (root->isEndOfWord) {

root->isEndOfWord = 0;

return (root->children[0] == NULL);

}

return 0;

}

int index = key[depth] - 'a';

if (deleteHelper(root->children[index], key, depth + 1)) {

free(root->children[index]);

root->children[index] = NULL;

return (root->isEndOfWord == 0 && root->children[0] == NULL);

}

return 0;

}

void delete(TrieNode\* root, const char\* key) {

deleteHelper(root, key, 0);

}

void prefixSearchHelper(TrieNode\* root, char\* prefix, int level) {

if (root->isEndOfWord) {

prefix[level] = '\0';

printf("%s\n", prefix);

}

for (int i = 0; i < ALPHABET\_SIZE; i++) {

if (root->children[i]) {

prefix[level] = i + 'a';

prefixSearchHelper(root->children[i], prefix, level + 1);

}

}

}

void prefixSearch(TrieNode\* root, const char\* prefix) {

TrieNode\* pCrawl = root;

for (int level = 0; level < strlen(prefix); level++) {

int index = prefix[level] - 'a';

if (!pCrawl->children[index]) {

printf("No words found with the given prefix.\n");

return;

}

pCrawl = pCrawl->children[index];

}

char buffer[100];

prefixSearchHelper(pCrawl, buffer, 0);

}

int main() {

TrieNode\* root = createNode();

insert(root, "hello");

insert(root, "helium");

insert(root, "hero");

insert(root, "heron");

printf("Search for 'hello': %d\n", search(root, "hello"));

printf("Search for 'her': %d\n", search(root, "her"));

delete(root, "hero");

printf("Search for 'hero' after deletion: %d\n", search(root, "hero"));

printf("Words with prefix 'he':\n");

prefixSearch(root, "he");

return 0;

}

Output:
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